Extend and Upgrade
Microsoft® Visual
Basic® 6.0
Applications with
Visual Basic 2008
and the Interop
Forms Toolkit 2.0

Dominic Betts, Senior Technologist - Content Master Ltd



Introduction

Many Visual Basic 6.0 applications have not yet made the jump to the world of .NET. These
applications are not just missing out on the additional functionality that the Microsoft .NET
Framework offers; they will become increasingly difficult to migrate and maintain as Visual Basic 6.0
skills start to disappear. Although the Microsoft Visual Studio® .NET Visual Basic Upgrade Wizard, or
alternatives such as tools from ArtinSoft (www.ArtinSoft.com) and Code Architects

(www.vbmigration.com), offer an automated migration path for Visual Basic 6.0 projects, this

approach does not work effectively in all cases. If automated code migration is not possible, the cost
in terms of both resources and time of a full rewrite of the application in Visual Basic .NET may be
prohibitive.

The Interop Forms Toolkit 2.0 does not offer automated migration, rather it makes a phased upgrade
approach possible. You can extend the application’s functionality by rewriting individual forms to
take advantage of new .NET functionality or by adding completely new .NET forms. You can also use
the Toolkit to facilitate a form-by-form upgrade to Visual Basic .NET, avoiding the need to do a
complete rewrite of the entire application. The Toolkit provides all of the infrastructure and interop
code that is necessary to create a hybrid Visual Basic 6.0 and Visual Basic .NET application, leaving
the developer free to focus on the application’s business logic and presentation aspects.

Version 2.0 of the Interop Forms Toolkit offers some major enhancements over the previous version:

® |nterop UserControls enable you to create custom controls in Visual Studio .NET that can be
hosted on a Visual Basic 6.0 form.

e The Toolkit now supports Visual Basic 6.0 multiple-document interface (MDI) forms by using
Interop UserControls.

® The deployment of these hybrid applications is much simpler.

This paper will outline how to use the Interop Forms Toolkit and how to create deployment packages
that are suitable for a range of scenarios. Visual Basic 6.0 and Visual Studio 2008 were used to create
all of the examples in this paper.

Background

Component Object Model (COM) interop is one of the interoperability mechanisms that the
common language runtime (CLR) offers. COM interop enables managed code to interact with COM
components written in an unmanaged language. It also enables the CLR to expose managed objects
as COM components. Using this mechanism, Visual Basic 6.0 code can interact with an object hosted
by the CLR and written in any .NET language. A layer of code known as a COM callable wrapper
(CCW) handles the run-time translation of calls from an unmanaged COM environment, such as a
Visual Basic 6.0 application, to the managed environment and back again.

A developer can generate a CCW by using either Visual Studio or the Type Library Exporter
(Tlbexp.exe). The process of generating the CCW and referencing the exposed, managed component
from Visual Basic 6.0 is simple. However, there is more complexity involved in creating Visual Basic
.NET code that will behave in the expected way when unmanaged Visual Basic 6.0 code calls your
managed code. In practice, the usage of attributes defined in the System.Runtime.InteropServices



namespace and a careful choice of data types are necessary to manage the behaviour of the COM
interop services at run time.

The Interop Forms Toolkit 2.0 automates the creation of two types of COM component. The Toolkit
helps to expose both Windows® Forms and UserControl derived classes created by using Visual
Studio 2005 or Visual Studio 2008 as COM components. Visual Basic 6.0 developers can add these
components to their applications and use them just like any other COM component.

Interop Forms Toolkit 2.0

What Is the Interop Forms ToolKkit 2.0?
The Interop Forms Toolkit 2.0 is a set of tools designed to help a developer achieve the following
tasks:

1. Create Windows Forms by using Visual Basic in Visual Studio 2008 (or 2005), and then host
these forms in a Visual Basic 6.0 application. These forms can use any of the extensive set of
controls available in the .NET Framework and have any code-behind logic implemented in
Visual Basic .NET.

2. Create UserControl derived classes by using Visual Basic in Visual Studio 2008 (or 2005), and
then host these controls, just like any Microsoft ActiveX® control, on a Visual Basic 6.0 form.
UserControl classes are composite controls that contain other .NET controls and can include
code-behind logic written in Visual Basic .NET.

3. Share global application state data between the managed and unmanaged elements of a
hybrid application, and propagate events from managed code to unmanaged code or from
unmanaged code to managed code.

4. Deploy hybrid applications to an end user’s desktop, making sure that all of the prerequisites
for both managed and unmanaged code are installed and that the installer completes any
necessary component registration.

A Visual Basic 6.0 developer can use any of the components generated by the Toolkit in a completely
natural Visual Basic 6.0 way. The developer sets references to the components in the Visual Basic 6.0
integrated development environment (IDE) in the standard way. The Microsoft IntelliSense®
technology then exposes all of the interop component’s properties, methods and events to the
Visual Basic 6.0 code editor.

Installation and Setup in Visual Studio 2008

The prerequisites for installing the Interop Forms Toolkit are Visual Basic 6.0 and a full version of
either Visual Studio 2005 or Visual Studio 2008. (Note: Visual Studio add-ins are not supported in
Visual Basic Express Edition.)

The Interop Forms Toolkit 2.0 download page is located at http://msdn.microsoft.com
/en-us/vbasic/bb419144.aspx.

The installer creates new Start menu entries that point to the help file and a set of sample
applications (Figure 1).
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Figure 1: Installed Start menu entries

The installer creates two new project templates in Visual Studio (Figure 2).
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Figure 2: New project templates

The installer also adds item templates for creating new InteropForms and Interop UserControls, and

adds a collection of code snippets to help the developer write any custom interop code.



If you are using Visual Studio 2008, there are a couple of changes that you should make to your
project settings. You can either make these changes manually in each Interop project, or modify the
supplied project templates so that you do not have to remember to make the changes each time you
create a new Interop project:

1. Change the target framework from 2.0 to 3.5. You do this in the Advanced Compiler Settings
dialog box (Figure 3).
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Figure 3: The Advanced Compiler Settings dialog box

2. VB6 Interop UserControl projects must have a pre-build step that correctly locates the rc.exe
file. This program is one of the Microsoft Win32® development tools installed as part of the
Microsoft Windows software development kit (SDK). If it is in its default location, the pre-



build step should look like Figure 4.
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Figure 4: The Pre-build event

You can learn how to create your own custom templates that incorporate these settings if you
search for “Export Template Wizard” in the Visual Studio 2008 help file.

InteropForms
To use InteropForms in a Visual Basic 6.0 project, you must complete several steps:

Create a VB6 InteropForm Library project in Visual Studio 2008.

Create one or more forms that your Visual Basic 6.0 project will access.
Build the .NET Interop project, creating a new COM component.
Reference the new component from your Visual Basic 6.0 project.
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Use the InteropForms in your Visual Basic 6.0 project.

For an online how-to video that describes this process, see http://msdn.microsoft.com
/en-gb/vbasic/bb643843.aspx.

Create a VB6 InteropForm Library Project

Create a new Visual Basic .NET project by using the VB6 InteropForm Library template. This project
contains a starter form and a module that contains some utility code. You can add any additional
forms that you want to make available to Visual Basic 6.0 by using the VB6 InteropForm item
template.

Create One or More Forms That Your Visual Basic 6.0 Project Will Access

The forms in your Interop Library project are standard .NET forms that can contain any available
.NET controls. To expose functionality to your Visual Basic 6.0 environment, you must decorate the
relevant properties, methods, constructors and events with the appropriate attributes
(InteropForm, InteropFormilnitializer, InteropFormProperty, InteropFormMethod and
InteropFormEvent). The following code example (<InteropForm() > _

Public Class InteropForml
<InteropFormInitializer()> _
Public Sub New (ByVal title As String)
InitializeComponent ()



Me.Text = title
End Sub

Public Sub New ()
InitializeComponent ()
End Sub

<InteropFormProperty()> _
Public WriteOnly Property ShowToday () As Boolean
Set (ByVal value As Boolean)
calendar.ShowToday = value
End Set
End Property

<InteropFormMethod()> _
Public Sub SetCalendar (ByVal month As Integer,
ByVal year As Integer)
calendar.SetDate (New Date (year, month, 1))
End Sub

<InteropFormEvent ()> _

Public Event DateChanged As DateChangedEventHandler
Public Delegate Sub DateChangedEventHandler _

(ByVal StartDate As String, ByVal EndDate As String)

Private Sub calendar_DateChanged _
(ByVal sender As System.Object,
ByVal e As System.Windows.Forms.DateRangeEventArgs)
Handles calendar.DateChanged
RaiseEvent DateChanged(e.Start.ToShortDateString(),
e.End.ToShortDateString())

End Sub
End Class

Listing 1) illustrates the use of these attributes.

<InteropForm()> _
Public Class InteropForml
<InteropFormInitializer ()> _
Public Sub New(ByVal title As String)
InitializeComponent ()
Me.Text = title
End Sub

Public Sub New ()
InitializeComponent ()
End Sub

<InteropFormProperty()> _
Public WriteOnly Property ShowToday () As Boolean
Set (ByVal value As Boolean)
calendar.ShowToday = value
End Set
End Property

<InteropFormMethod () > _
Public Sub SetCalendar (ByVal month As Integer,
ByVal year As Integer)
calendar.SetDate (New Date (year, month, 1))
End Sub

<InteropFormEvent ()> _

Public Event DateChanged As DateChangedEventHandler
Public Delegate Sub DateChangedEventHandler _

(ByVal StartDate As String, ByVal EndDate As String)

Private Sub calendar_DateChanged _



(ByVal sender As System.Object, _

ByVal e As System.Windows.Forms.DateRangeEventArgs) _

Handles calendar.DateChanged

RaiseEvent DateChanged(e.Start.ToShortDateString(),
e.End.ToShortDateString())

End Sub
End Class

Listing 1: Visual Basic .NET InteropForm

For simplicity, the Toolkit supports only a subset of Types as parameters or return types for Interop

members. They are:

¢ Integer (Int32)

e String
e Boolean
¢ Object

The Toolkit also installs several code snippets to help you create these properties, methods and

events (Figure 5).
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Figure 5: Code snippets

Build the .NET Interop Project

Before you build the project, you must generate the InteropForm wrapper classes. The Toolkit

installs a menu entry in Visual Studio to perform this task (Figure 6).
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Figure 6: Generate InteropForm wrapper classes

After you have generated the wrapper classes, building the project automatically registers any forms

Analyze
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that are decorated with the InteropForm attribute as COM components.

Reference the New Component from Your Visual Basic 6.0 Project
Before you can use your InteropForms in Visual Basic 6.0, you must add a reference to the

InteropForms Library component that your Visual Basic .NET project generates (Figure 7).
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Figure 7: Visual Basic 6.0 project references

Use the InteropForms in Your Visual Basic 6.0 Project

After you have set the reference in Visual Basic 6.0 IntelliSense helps you to create code that

interacts with your InteropForm (Figure 8).

Private frm 43 InteropFormDemo.InteropForml
Private Sub cmdDisplayForm Click()
Set frm = NHew InteropFormDemo.InteropForml
frm.Initialize (|
End Sub Initialize(title As String) |

Figure 8: IntelliSense

The following code example (Listing 2) illustrates the use of all of the exposed properties, methods

and events from our Visual Basic .NET application.



Private WithEvents frm As _
InteropFormDemo.InteropForml

Private Sub cmdDisplayForm_Click ()
Set frm = New _
InteropFormDemo.InteropForml
frm.Initialize ("Loaded from VB6")

frm.SetCalendar 7, 2009
frm.ShowToday = False

frm.Show vbModeless
End Sub

Private Sub frm_DateChanged (

ByVal StartDate As String, _

ByVal EndDate As String)
Labell = StartDate
Label2 = EndDate

End Sub

Listing 2: Visual Basic 6.0 InteropForm client

Additional Notes
There are a couple of other items to be aware of if you are using InteropForms:

e Bringing a Visual Basic 6.0 form to the front brings all Visual Basic 6.0 forms to the front.

® A Visual Basic 6.0 form that modally shows another Visual Basic 6.0 form works; however,
the modal form only "flickers" to indicate modality when another Visual Basic 6.0 form, not a
.NET form, is clicked.

®  You cannot use an InteropForm as an MDI child form in Visual Basic 6.0. If you want to
extend an MDI form, use an Interop UserControl on a Visual Basic 6.0 MDI child form and
size it to fit the entire client area of the form.

Interop UserControls

You should use Interop UserControls instead of InteropForms, largely because they simplify the
deployment process and offer some additional functionality such as being able to create MDI child
forms. However, using Interop UserControls is just as easy as using InteropForms:

Create a VB6 Interop UserControl project in Visual Studio 2008.

Create one or more UserControl derived classes that your Visual Basic 6.0 forms will host.
Build the .NET Interop project. This creates a new COM component.

Add the new component to your Visual Basic 6.0 Toolbox.

LA o

Use the Interop UserControls component on your Visual Basic 6.0 forms.

For an online how-to video that describes this process, see http://msdn.microsoft.com
/en-gb/vbasic/bb643844.aspx.

Create a VB6 Interop UserControl Project
Use the VB6 Interop UserControl template to create the new Visual Basic .NET project. This project
contains a starter UserControl derived class, a “helpers” module and a manifest file.

Create One or More UserControls That Your Visual Basic 6.0 Forms Will Host
Create the user interface for your Interop UserControl in the same way that you would for a normal
.NET UserControl derived class. The VB6 Interop UserControl item template that is provided contains



all of the necessary infrastructure code to make the control work in Visual Basic 6.0. The template
also defines several code regions, with example code, where you can define your own interop
properties, methods and events. All public properties, methods and events will be visible to Visual
Basic 6.0. Notice that there is no need for any attributes in this code, and that you can declare your
events without the need to declare a delegate explicitly (Listing 3).

#Region "VB6 Events"

Public Event DateChanged(ByVal StartDate As String, ByVal EndDate As String)
#End Region
#Region "VB6 Properties"

Public WriteOnly Property ShowToday () As Boolean
Set (ByVal value As Boolean)
calendar.ShowToday = value
End Set
End Property

#End Region
#Region "VB6 Methods"

Public Sub SetCalendar (ByVal month As Integer,
ByVal year As Integer)
calendar.SetDate (New Date(year, month, 1))
End Sub
#End Region

Private Sub calendar_DateChanged _
(ByVal sender As System.Object,
ByVal e As System.Windows.Forms.DateRangeEventArgs)
Handles calendar.DateChanged
RaiseEvent DateChanged(e.Start.ToShortDateString(),
e.End.ToShortDateString())
End Sub
Listing 3: Visual Basic .NET InteropControl

Build the .NET Interop Project

You can change the icon that is used to represent the control in the Visual Basic 6.0 Toolbox by
editing the InteropUserControl.bmp file in the project. If you change the name of this .bmp file, you
will also have to edit the InteropUserControl.rc file.

There are no additional steps to building your Interop UserControl project. If the build succeeds, it
will automatically register your new control as a COM component.

If you are not using application events or sharing global events, you can remove the
Microsoft.InteropFormTools reference from your project at this point. For the project to build
successfully, you must delete the Imports statement and all of the code in the My namespace from
the ActiveXControlHelpers.vb code file.

Reference the New Component from Your Visual Basic 6.0 Project
Before you can use your Interop UserControls in Visual Basic 6.0, you need to add the new control
that your Visual Basic .NET project generated to the Visual Basic 6.0 Toolbox (Figure 9).
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Figure 9: Adding a new control to the Toolbox

Use the Interop UserControls on Your Visual Basic 6.0 Forms
Add the new control to a Visual Basic 6.0 form. You can then write code that interacts with the

Visual Basic .NET properties, methods and events (Listing 4).

Private Sub Form_Load()

With interopUserControl
.ShowToday = True
.SetCalendar 2, 2007

End With

End Sub

Private Sub interopUserControl_DateChanged _
(ByVal StartDate As String, _
ByVal EndDate As String)
Labell = StartDate
Label2 = EndDate
End Sub
Listing 4: Visual Basic 6.0 InteropControl client

If you need to modify the Visual Basic .NET Interop UserControl you will have to close the Visual
Basic 6.0 environment first. Otherwise, you will get build errors in Visual Studio .NET.

Additional Notes
®  You can use Interop UserControls on Visual Basic 6.0 MDI child forms.
* To maintain binary compatibility, you should:
o Add any new properties, methods and events to the bottom of the class.
o Avoid changing the names of the assembly and the class names.



® Do not show a Visual Basic .NET form from your Interop UserControl.

® Do not use the GotFocus and LostFocus events in Visual Basic .NET. Use the Enter and Leave
events instead.

® You cannot create control arrays of Interop UserControls.

®  You cannot merge a .NET MenuStrip control’s menu with a WindowList on an MDI form.

® You can only host Interop UserControls on Visual Basic 6.0 forms; you cannot place them on
ActiveX controls or in any other type of host (for example, the 2007 Microsoft Office
system).

Sharing Data Between Managed and Unmanaged Code

Some hybrid applications will need to exchange data between managed and unmanaged code. The
Toolkit offers support for two mechanisms: using application-level events or using shared global
data. Both of these mechanisms support a two-way exchange of data, from managed to unmanaged
code, and from unmanaged to managed code.

To use this functionality, the Visual Basic .NET project must have a reference to the
Microsoft.InteropFormsTools assembly (Figure 10).
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Figure 10: Referencing the Microsoft.InteropFormTools assembly

To use this functionality, the Visual Basic 6.0 project must have a reference to the Microsoft

InteropForm Toolkit Library (Figure ).
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Figure 11: Referencing the InteropForm Toolkit Library

The following Visual Basic 6.0 code example (Listing 5) shows the recommended pattern for using
the InteropForm Toolkit Library. It shows how to initialize the InteropToolbox and notify the
managed environment when the application starts up and shuts down. Use of this pattern makes
sure that the managed environment cleanly disposes of any forms. If your Visual Basic 6.0
application does not have a Sub Main method, place this code in the startup form’s Load and
Unload events instead.

Public g_InteropToolbox As InteropToolbox

Sub Main ()
Set g_InteropToolbox = New InteropToolbox
g_InteropToolbox.Initialize
g_InteropToolbox.EventMessenger.RaiseApplicationStartedupEvent

Dim frml As New Forml
frml.Show vbModal

g_InteropToolbox.EventMessenger.RaiseApplicationShutdownEvent
End Sub
Listing 5: InteropToolbox initialization pattern

The following Visual Basic 6.0 code example (Listing 6) shows how to raise a custom application
event and how to set some shared global data.

g_InteropToolbox.EventMessenger.RaiseApplicationEvent _
"Connecting", "NorthwindDB"

g_InteropToolbox.Globals.Add "Username", "JohnD"

Listing 6: Visual Basic 6.0 using the InteropToolbox

The following Visual Basic .NET code in the Interopinfo.vb file from a VB6 InteropForm Library

project (Private Sub HandleAppEvents (ByVal type As String, ByVal params As Object)
Handles _mesenger.ApplicationEventRaised
If (type = "Connecting") Then
ConnectDB (params.ToString())



End If
End Sub

Listing 7), shows how to handle the event and how to retrieve the shared global data.

Private _toolbox As New InteropToolbox
Private WithEvents _mesenger As InteropEventMessenger = _toolbox.EventMessenger

Private Sub HandleAppEvents (ByVal type As String, ByVal params As Object)
Handles _mesenger.ApplicationEventRaised

If (type = "Connecting") Then
ConnectDB (params.ToString())
End If

End Sub
Listing 7: Visual Basic .NET code handling an unmanaged event

The following code example

(My.InteropToolbox.EventMessenger.RaiseApplicationEvent("SEVERE_ERROR",
"Connection Lost.")

Listing 8) demonstrates how to raise an application event in managed code and handle it in
unmanaged code.

My .InteropToolbox.EventMessenger.RaiseApplicationEvent ("SEVERE_ERROR",
"Connection Lost.")

Listing 8: Raising an interop event in managed code

The following code example (Listing 9) shows the Visual Basic 6.0 code that is required to handle this
event.

Public g_InteropToolbox As InteropToolbox
Private WithEvents g_InteropMessenger As InteropEventMessenger
Private Sub Form_Load()
Set g_InteropToolbox = New InteropToolbox
g_InteropToolbox.Initialize
Set g_InteropMessenger = g_InteropToolbox.EventMessenger
g_InteropToolbox.EventMessenger.RaiseApplicationStartedupEvent
End Sub
Private Sub g_InteropMessenger_ApplicationEventRaised _
(ByVal eventName As String, ByVal eventArgs As Variant)

If eventName = "SEVERE_ERROR" Then
MsgBox eventArgs, vbCritical + vbOKOnly
End If
End Sub

Listing 9: Handling an event raised in managed code in Visual Basic 6.0

Debugging

There are several ways that you could set up your development environment to facilitate debugging
both your managed and unmanaged code. The approach described below is the best way to
automate the debugging process and minimizes the number of manual steps that are required to
initiate a debugging session. You will launch the debugging session from Visual Studio .NET and you
will be able to set breakpoints in both managed and unmanaged code:

1. Start with the Visual Basic 6.0 IDE closed.



2. Setyour Visual Basic .NET debug options as shown in Figure , with the correct path to
VB6.EXE on your computer and the correct path to your Visual Basic 6.0 host project

Start Action

Start project

® Start external program:  Program Files\Microsoft Visual Studio\VB98\VB6.EXE D
Start browser with URL:

Start Options

Command line arguments:  "C |Jsers\Devlser,Documents\VBG »
Projectsi\InteropFormsClient\Projectl whp”

Working directory: |

|| Use remote machine

Figure 12: Debugger configuration

3. Set whatever breakpoints you need in Visual Basic .NET and start debugging.

4. The Visual Basic 6.0 IDE will launch with your project loaded. You can set whatever
breakpoints you need in your Visual Basic 6.0 code. Then, start the Visual Basic 6.0
debugger. You are now debugging both your managed and unmanaged code.

It is important to remember that the Visual Basic 6.0 environment will close as soon as you stop the
Visual Basic .NET debugger. Therefore, make sure that you save any changes to your Visual Basic 6.0
code as you go along.

Deployment

Deploying your hybrid application introduces some challenges when you need to create a single
installer for your hybrid application. There are several installation technologies to choose from: the
Visual Basic 6.0 Package and Deployment Wizard, a Visual Studio .NET Setup project, ClickOnce
deployment and Registration-free (Reg-free) COM. A deployment solution may make use of one or
several of these technologies.

For an online how-to video that describes this process, see http://msdn.microsoft.com
/en-gb/vbasic/bb643845.aspx.

Scenario 1
This scenario covers deploying a hybrid application by using a Visual Studio .NET Setup project. The
application uses InteropForms.

For the purposes of this scenario, these are the assumptions made:

1. The target operating system is Windows® XP or Windows Vista®. This means that the Visual
Basic 6.0 runtime is already present.



2. The .NET portion of the application uses the .NET Framework 3.5 Service Pack 1 (SP1). The
framework is not pre-installed on the end user’s computer.

Create a new Setup Project in Visual Studio .NET, and then add the library that contains your
InteropForms. Visual Studio will detect several dependencies, but we should exclude these files and
add them as prerequisites instead (Figure ).

B :5 SetuplnteropFormDemao
— | = Detected Dependencies
.. -&% Microsoft .NET Framework
&| InteropFormDemo.tlb
& MicrosoftInteropFermTools.dll
; &| MicrosoftInteropFormTools.tlb
----- _j Primary cutput from IntercpFormDemne (Release Any CPU)

Figure 13: Setup Project contents

You must make sure that the library that contains your InteropForms registers as a COM component
on the target computer, so set the Register property of this file to vsdrpCOM.

Access the Prerequisites dialog box from the Setup Project properties and select any prerequisites.
Figure shows the Windows Installer 3.1, the .NET Framework 3.5 SP1 and the Microsoft Interop
Forms Redistributable Package. This dialog box also enables you to set where the installer should
look for the prerequisites: on the Microsoft Web site, with your install files or in a custom location.
Figure shows that the installer will download the prerequisites from the Microsoft Web site.
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Figure 14: The selection in the Prerequisites dialog box

The last step is to add your Visual Basic 6.0 .exe file and any other Visual Basic 6.0 components to
your Setup Project. Be sure to mark any Visual Basic 6.0 COM components for COM registration.

Before you build your Setup Project, create any required Start menu items or desktop shortcuts by
using the File System Editor.

For more information about creating Windows Installer deployment packages, search the Visual
Studio 2008 help file for “Windows Installer Deployment”.

Scenario 2

This scenario covers deploying a hybrid application that uses Interop UserControls. It uses Reg-free
COM to deploy your .NET Interop Control library as part of a standard Visual Basic 6.0 Setup and
Deployment Wizard package.

For the purposes of this scenario, these are the assumptions made:

1. The target operating system is Windows XP or Windows Vista. This means that you can use
Reg-free COM.

2. The operating system already has the .NET Framework 3.5 SP1 installed. This simplifies the
scenario, but it is possible to include the installation of the .NET Framework as part of the
deployment package.



Reg-free COM is a technology in Windows XP and Windows Vista that enables you to deploy COM
components without having to register them. This is one of the advantages of using Interop
UserControls instead of InteropForms because InteropForms do not work with Reg-free COM.

Reg-free COM depends on two manifest files. The VB6 Interop UserControl project template creates

the first one for you (<!-- You don't need to worry about anything in this file unless
you're
using registration-free COM.
There should be an appropriate <clrclass> section for every InteropUserControl
defined in the project -->
<assembly xmlns="urn:schemas-microsoft-com:asm.v1l"
manifestVersion="1.0">
<assemblyIdentity
type="win32"
name="InteropUserControlDemo"
version="1.0.0.0" />
<clrClass
clsid="{9%9acd49fc-5e4c-4791-9961-289cc8bafee2}"
progid="InteropUserControlDemo.InteropUserControl”
threadingModel="Both"
name="InteropUserControlDemo.InteropUserControl" >
</clrClass>
</assembly>

Listing 10). The default name of this manifest file is InteropUserControl.manifest.

<!-- You don't need to worry about anything in this file unless you're
using registration-free COM.
There should be an appropriate <clrclass> section for every InteropUserControl
defined in the project -->
<assembly xmlns="urn:schemas-microsoft-com:asm.v1l"
manifestVersion="1.0">
<assemblyIdentity
type="win32"
name="InteropUserControlDemo"
version="1.0.0.0" />
<clrClass
clsid="{9acd49fc-5e4c-4791-9961-289cc8bafee2}"
progid="InteropUserControlDemo.InteropUserControl"
threadingModel="Both"
name="InteropUserControlDemo.InteropUserControl" >
</clrClass>
</assembly>

Listing 10: Interop UserControl embedded manifest

If you have changed the name of your control, you may need to change the values of the clrClass
element attributes: clsid, progid and name. The build process embeds this manifest into the
generated assembly.

You must create the second manifest file manually (<?xml version="1.0" encoding="UTF-8"
standalone="yes"?>
<assembly xmlns="urn:schemas-microsoft-com:asm.v1l" manifestVersion="1.0">
<assemblyIdentity type="win32" name="Projectl" version="1.0.0.0"
processorArchitecture="x86" />
<dependency>
<dependentAssembly>
<assemblyIdentity type="win32" name="InteropUserControlDemo"
version="1.0.0.0" />
</dependentAssembly>
</dependency>
</assembly>



Listing 11). Deploy this file to the same folder as your Visual Basic 6.0 .exe file and make sure that it
follows this naming convention: if the name of your Visual Basic 6.0 .exe file is MyApp.exe, the name
of the manifest file must be MyApp.exe.manifest.

<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<assembly xmlns="urn:schemas-microsoft-com:asm.v1l" manifestVersion="1.0">
<assemblyIdentity type="win32" name="Projectl" version="1.0.0.0"
processorArchitecture="x86" />
<dependency>
<dependentAssembly>
<assemblyIdentity type="win32" name="InteropUserControlDemo"
version="1.0.0.0" />
</dependentAssembly>
</dependency>
</assembly>

Listing 11: Application manifest

In the example above, MyApp is the name of the Visual Basic 6.0 .exe file and InteropDemoControl
is the name of the .NET library (.dll) file. The version attributes contain the correct version numbers
of the .exe file and the library.

You should include the library and manifest in the Visual Basic 6.0 Package and Deployment Wizard
script (Figure ).

E% Package and Deployment Wizard - Included Files ||

The files in the list below will be induded in your package. Clidk
Add to indude additional files. Clear the checkbox to the left of
the file name to remove a file from the package.

| Source - Add...
C:\sers\CM Group Ltd\Docun ?
C:\Users\CM Group Ltd\Docun| =
C:\sers\CM Group Ltd\Docun

C:Program Files (x8a)\Micos _

k

Cancel < Back I Mext = I Einish

Figure 15: Visual Basic 6.0 Package and Deployment Wizard

Scenario 3
This scenario covers deploying a hybrid application that uses Interop UserControls. It uses ClickOnce
deployment to install the application and, if necessary, the .NET Framework.

For the purposes of this scenario, these are the assumptions made:



1. The target operating system is Windows XP or Windows Vista. This means that you can use
Reg-free COM. ClickOnce deployment does not support COM registration. This also means
that the Visual Basic 6.0 runtime is already present.

2. The operating system does not have the .NET Framework 3.5 SP1 installed. ClickOnce will
manage installing any prerequisites.

The key to this approach is to create a small .NET application that will launch the Visual Basic 6.0
application on the target computer. This project contains the Visual Basic 6.0 .exe file, its manifest
file for Reg-free COM deployment (see Scenario 2) and your InteropUserControls assembly (Figure ).

‘1_1 _"E InterocpUserControlDemo

:| _‘E YVBoLauncher
. [=d] My Project
----- /%] InteropUserControlCemo.dll

.. {E] Launcher.vh

.. B9 VB6Client.exe
- || VB&Client.exe manifest

Figure 16: ClickOnce project

You can add these files to the project by using the project’s Add Existing Item menu option. These
files must also have their build type set to Content. The code in Launcher.vb launches the Visual
Basic 6.0 .exe file (Listing 12).

Module Launcher

Sub Main ()
Process.Start ("Projectl.exe")
End Sub

End Module
Listing 12: Visual Basic .NET Launcher

If you change the application type from Console Application to Windows Forms Application, the
console window will not display when you launch the application.

You can create the ClickOnce deployment files by using the Publish tab on the project’s property
sheet. Here, you can check that you will be deploying the correct files (Figure ), check that ClickOnce
will install any prerequisites and determine where to host the deployment files.
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File Mame 4 Publish Status Download Group Hash
InteropUserCeontrelDemao.dll Include {Auta) |~ | (Required) - |Include |~
VB6Client.exe Include {Auto] | = || (Required) T |Include |~
.VBﬁCIient.exe.manihst Include (Auta) {(Required) Include |-
VBboLauncher.exe Include (Auto) (Required) Include |-
VBBLauncher.exe.manifest Include (Auto) {(Required) Include |~

Show all files Reset All

ok J[ conce |

Figure 17: ClickOnce publishing

For more information about publishing applications by using ClickOnce deployment, search the
Visual Studio 2008 help file for “ClickOnce”.

Summary

Using the Interop Forms Toolkit 2.0, you can extend and upgrade your existing Visual Basic 6.0
applications to Visual Basic .NET. You can use features of the .NET Framework to add business value
to the application without either having to upgrade the entire code base or get involved in detailed
interoperability issues. You can also use the Toolkit to support a phased upgrade, one form at a time,
to the .NET platform. Furthermore, the Toolkit supports a range of deployment scenarios, making it
easy to deploy a hybrid application to an end user’s desktop.

Where possible, you should use the Interop UserControls instead of the InteropForms. This approach
offers a simpler coding model and more functionality, for example, supporting Visual Basic 6.0 MDI
applications. Additionally, Interop UserControls offer more flexibility, enabling you to work at a sub-
form level with more opportunities for code reuse. The Interop UserControls approach also opens up
the options of deploying your application by using Reg-free COM and ClickOnce technologies.
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