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Abstract  
While agile methodologies are commonly used in software development, researchers have 

identified many issues related to requirements elicitation in agile projects. Some of these issues 

relate to the complexity of managing and understanding user stories, which is a widely used 

requirements specification mechanism in Agile methodologies. This research proposes the 

automatic generation of conceptual models from the user stories and the corresponding 

Behavior-Driven Development acceptance criteria to help managing and understanding user 

stories. This paper discusses a proposed study to evaluate the usefulness of the auto-generated 

conceptual models from the user stories.  
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1. Introduction 

In Agile software development, requirements documentation is mainly limited to user stories [1]. A 

user story is a simple description of a feature of the working software as it is expected by a user [2, 3]. 

Because of the substantial number of user stories that are written in Agile software development 

projects, the project team may encounter difficulties in maintaining, tracing, and managing user stories 

[4]. Thus, for moderately complex software, the number of user stories easily exceeds human capacity 

of overview and understanding. Considering that user stories might be the only documentation available 

to the project team, acquiring an overall understanding of the system’s required features and their 

dependencies might be challenging. One way to address this problem is to use conceptual models in 

agile software development. Conceptual models describe specific perspectives on reality for the purpose 

of understanding and communication [5]. However, creation and maintenance of conceptual models in 

each iteration in agile development might be not feasible. Thus, a proposed solution is to automatically 

generate conceptual models from sets of user stories. When the user stories change, the models are 

automatically updated by generating them again. 

With the current popular format of user stories (Connextra template [2]), it is difficult to develop 

some types of conceptual models (e.g., process models, state machines) as the information to generate 

conceptual models that allows analyzing interactions or dependencies between related user stories is 

simply not present in the user stories. With the use of Behavior-Driven Development (BDD) scenarios, 

more information about interactions and dependencies between user stories can be used in the model 

generation process. So, we developed an NLP based algorithm to generate several types of conceptual 

model (i.e., domain model, use case model, process model and state machine) automatically from BDD 

scenarios – which we refer to as ‘extended’ user stories. In this paper, we propose for discussion initial 

ideas of a study for testing how the auto-generated conceptual models from a set of extended user stories 

can be useful in the comprehension of the requirements and in the reduction of requirements 

ambiguities. 
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In the next section, we briefly outline the approach and the framework that we used to develop the 

algorithm that generates multiple conceptual models from a set of related extended user stories. This is 

followed by a demonstration of the inputs and outputs of a tool we developed by implementing the 

algorithm. Then in the next section we propose how to evaluate the usefulness of the models generated 

by the tool in terms of ensuring better comprehension of the requirements. The last section presents 

some further reflections. 

2. Approach and framework 

As stated in the Introduction, we define extended user stories as user stories that are supplemented by 

the acceptance criteria in BDD scenarios. A BDD scenario consists of a feature title, an associated user 

story and the scenario proper which is defined by three keywords – “Given”, “When”, and “Then” [6], 

for three distinct parts of the scenario – precondition, trigger and postcondition – which are the three 

components of the acceptance criteria for user stories. The “Given” indicator marks the precondition 

part in the scenario, in which the context is described that is assumed by the user story. The action to 

be performed on the object as described in the means part of the user story, can only be triggered in this 

context, which is expressed in terms of one or more system objects and their states, where object states 

can be the result of actions described in other user stories (i.e., thus indicating dependencies between 

user stories). The trigger part, with indicator “When”, describes one or more events that trigger the 

action described in the user story to be performed. Finally, the “Then” indicator marks the postcondition 

part of the scenario that describes the outcome(s) of the user story in terms of object states achieved. 

The BDD scenario template that is recommended by the Agile community [6] is presented in Table 1. 

Table 1 
The BDD Scenario Template [2] 

BDD Scenario 

Feature: [title] 

User story: As a [role] I want to [means] so that [ends]. 

Scenario: [title] 

Given [context] And [some more context], 

When [some event occurs] And [some other event occurs], 

Then [outcome] And [some other outcome]. 

 

Using the above template, an example of an extended user story is: As a customer, I want to cancel 

a service request so that the team can focus on other active requests. Given a service request is submitted 

or open, when the customer decides to cancel the service request, then the service request will be 

canceled. 

Our proposed framework (Figure 1) on developing multiple conceptual models is based on the 

generic framework proposed by [7] as similar stages related to NLP analysis and creation of 

intermediate data are followed. The inputs are a set of related extended user stories and thus the input 

has richer information than a set of standard user stories and more structure than textual requirements. 

Also, our framework generates multiple related conceptual models simultaneously unlike previous 

research where the focus is to generate one type of conceptual model. 
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Figure 1: Framework of developing multiple conceptual models from extended user stories 
 

Using the algorithm, we generate from the set of related extended user stories, four different types 

of models: use case models (for what purposes systems are used by users), process models (what actions 

are performed by/for which users and in what order), domain models (what objects the system needs to 

store data about, how these objects are related, and which actions changes their data), and state machines 

(how the state of objects, as represented by their data, changes through actions). The models we generate 

are stylized versions of these model types, which capture the most essential information as found in, for 

instance, their UML counterparts. Some model constructs are not used in the stylized versions because 

the information to generate the models is not present in the extended user stories. 

3. NLP Based tool and Outputs 

We demonstrate the creation of the multiple conceptual models using our NLP based tool. We consider 

an example set of user stories whose objective is to create an application for handling service requests 

of the IT users in an organization. There are two defined roles who can use the application – customer 

(i.e., IT users as customers of the IT support team) and support assistant. A customer can create and 

cancel a service request and approve or reject the work done by the support assistants in response to the 

service request. A support assistant can accept a service request, after which he or another support 

assistant can resolve the service request. The set of six extended user stories is shown below in Table 

2. This set is then used as input file for the tool. 

 

Table 2: A sample set of extended user stories 
1. As a customer, I want to create a service request so that I can have my problem solved. Given that the customer is active, when he 

submits a service request then the service request should be submitted. 

2. As a support assistant, I want to accept so that I can start working on it. Given it is submitted, when the team starts working on it 
then it is open. 

3. As a support assistant I need to resolve so that the customer can close the ticket. Given a service request is open, when the team 
resolves it, then it is fixed. 

4. As a customer I need to approve the service request so that it can be closed. Given a service request is fixed, when I approve it, 
then the service request becomes closed.    

5. As a customer I need to reject the service request so that it can be reopened. Given a service request is fixed, when I reject it, then 
the service request is open.  

6. As a customer I want to cancel a service request so that the team can focus on other active requests. Given a service request is 
submitted or closed when customer cancels it then it will be canceled. 

 

After inputting, this sample set of extended user stories is processed by the tool to create multiple 

conceptual models. For preservation of space, we are showing the use case (model), state machine for 

the service request, and the process model in Figure 2. The domain model (showing relationships 

between concepts) is not included in Figure 2. Also, note that as we currently use our tool as a research 

tool, some features of the models are not shown as in their UML counterparts, although the information 

is present. For example, non-sequential sequence flow in processes is shown using symbols inside the 
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activities – the process model in Figure 2 indicates that “cancel service request” can follow after “create 

service request” or “approve service request.”  

 

 

 

 
Figure 2: Multiple conceptual models generated from Table 2 

 

4. Evaluating the usefulness of the generated models 

In the current stage of the research, we intend to conduct a qualitative study to evaluate the usefulness 

of the auto-generated conceptual models from a set of extended user stories. Our primary objective is 

to identify the value that automatically generated conceptual models can bring to Agile practitioners. 

We will conduct in-depth semi-structured interviews with ten agile practitioners. We prefer to conduct 

a qualitative study rather than a quantitative study (e.g. an experiment), as qualitative studies help to 

achieve depth of understanding of a phenomenon rather than breadth of understanding [8]. The Agile 

practitioners will be selected based on their experience (i.e., at least five years of experience in 

practicing Agile software development). Because of the small sample size and specific experience 

required to participate in the study, we will use a purposeful sampling strategy [8].  

 

Research suggests that some organizations use high level conceptual models such as domain models 

and mind maps [9, 10] in Agile development but the use of multiple conceptual models (as described 

in this paper) is not common. Therefore, we plan to gradually introduce and engage our interviewees 

with the auto-generated conceptual models created by our tool. We will conduct the interviews in three 

stages. 

 

In the first stage, the goal is to identify the perceived benefits of using conceptual models in Agile 

software development. In this stage, we will not disclose the tool to create auto-generated conceptual 

models from user stories. The interview questions that guide this stage of the interview are: (1) what 
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are the potential benefits of using conceptual models when using an Agile methodology? (2) what are 

the potential pitfalls in using conceptual models using an Agile methodology? (3) what specific 

conceptual models will you use and for what task? At this stage, we do not anticipate in-depth responses 

to these questions. This could be because our interviewees may not be familiar with multiple conceptual 

models. However, we wish to find out their prior expectations regarding the use of conceptual models 

even if they do not have much experience in using models. 

 

In the second stage, we will introduce the tool to create auto-generated conceptual models from user 

stories. We will first show the practitioners the BDD template (Table 1) and then demonstrate with the 

tool how a set of extended user stories (Table 2) generates conceptual models (Figure 2). We will then 

continue the interview by revisiting the same questions as in stage 1. We now anticipate different 

responses as the interviewees might now have more concrete ideas about the use of conceptual models 

and that they can be generated automatically from a requirements artifact (i.e., user stories) that they 

are used working with. 

 

In the third stage, we will actively engage the interviewees with the tool such that they can experience 

using auto-generated models. The motivation for this step is to demonstrate to the participant how minor 

changes in a set of user stories can drastically modify the corresponding conceptual models, making the 

changes visible. We will delete a user story from the set of six without the participant knowing which 

user story is deleted. We will then ask the participant to find out which one of them was deleted. Next, 

we will use the tool to automatically generate the conceptual models from the modified set and show to 

the participant. Then we will ask the participant whether the models help identify the deleted user story.  

 

Then we will make minor modification to a user story (from the original set), which can bring large 

effect of the conceptual models, without the participant knowing what is modified. Next, we will use 

the tool to automatically generate the conceptual models from the modified set and show to the 

participant. Then we will ask the participant whether the models help identify the modified user story. 

For example, we will change the word “closed” to “fixed” in user story 6. The revised user story is “As 

a customer, I want to cancel a service request so that the team can focus on other active requests. Given 

a service request is submitted or fixed, when customer cancels it then it will be canceled.” After the 

change in the user story, we will ask the practitioners to identify what was changed in the user story. 

We will then show the modified conceptual models. (e.g., Figure 3). In this Figure, we note that the 

sequence flow from “approve service request” to “cancel service request” is removed and the sequence 

flow from “resolve service request” to “cancel service request” is introduced from the previously 

generated process model (Figure 2). This change also identifies “approve service request” as an end 

event.  

 

 
Figure 3: Revised Process Model after changing one word in the sixth user story 
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After engaging with the practitioners with the tool, we will repeat the questions asked in the previous 

two stages. We will also ask specific questions such as “how automatic generation of conceptual models 

can benefit management of user stories?” “What specific ways will you use the conceptual models in 

managing the process of software development?”, and “what would you do differently in managing 

user stories, if you had access to this tool?” 

 

By demonstrating the functionality of the tool, we intend to engage the practitioners with the conceptual 

models. As the tool automatically recreates conceptual models with whatever input is provided, we 

indirectly demonstrate that users need not maintain the versioning of the conceptual models as these 

models are automatically updated after each iteration in the user stories. Conceptual models are used 

primarily for overall domain understanding and communication [5] but in this research we would like 

to identify what agile practitioners can do specifically with the conceptual models. For example, when 

the process model generated from the user stories is clearly incomplete (e.g., no path from the start 

event to the end event), we wish to find out whether practitioners can infer what this means for the user 

stories (e.g., based on the models, can they detect that the set of user stories is incomplete)? 

 

We will record the interviews and create transcripts. At the end of all the interviews, we will identify 

ideas or concepts from the transcripts by tagging codes that summarizes those ideas or concepts. Then 

we will perform a qualitative analysis using those ideas and concepts to understand the practitioners’ 

opinions about how useful the auto generated conceptual models are. We will repeat the analysis in 

each stage of interview of practitioners. We anticipate that practitioners will demonstrate high 

engagement level in the last stage of interview and will come up with responses on creative use of 

conceptual models in agile methods. 

5. Reflection 

In practice, even if the use of conceptual models would have value in Agile software development, 

developing multiple conceptual models from user stories would require knowledge and skills that may 

not be present. Thus, a key advantage of our approach is that the developers need not know how to 

create conceptual models. If the user stories that are used as input to the tool are consistent and accurate, 

then the conceptual models that are automatically generated are also consistent and accurate. Similarly, 

users do not have to maintain the conceptual models when the user stories change. Version controlling 

of the set of the user stories will generate different versions of the conceptual models and therefore 

maintenance of the models will be easy. To identify the usefulness of the generated models in practice, 

we propose to do a study with practitioners where we will engage the practitioners to interact with the 

user stories and the conceptual models generated from them. The intention of this study is to understand 

the benefits of automatically generation of conceptual models from the user stories. 
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